**Практична робота №14.** Написання програм з використанням шаблонів функцій

**Завдання.**

Написати на мові С++ програму введення даних для розрахунку формул з передачею параметрів за різними механізмами.

1. Ознайомитися з теоретичною частиною.
2. Написати програму, яка використовує дві шаблонні функції.

2.1. Створити шаблон функції, яка міняє місцями значення двох змінних. Викликати функцію для змінних цілого, дійсного, символьного типів. Вивести результати до і після обміну.

2.2. Створити шаблон функції, яка знаходить максимальне значення. Викликати функцію для змінних цілого, дійсного, символьного типів. Вивести результати до і після обміну.

1. Вхідні дані ввести, а результати вивести, використовуючи потокове введення-виведення даних. В першому рядку кожної програми записати

*// ОПІ-41 Група № Прізвище Номер ЛР*

1. Результати надсилати на електронну адресу викладача [**t.i.lumpova@gmail.com**](mailto:t.i.lumpova@gmail.com)у вигляді cpp-файлу з іменем у форматі

**<Номер групи><Номер лабораторної><Прізвище англійською>**

Наприклад, МІВТ-МНТ-ЕТ-41-07Ivanov.cpp.

Іншим рішенням є надсилання поштою посилання на текст програми за URL адреси, яку надає C++Shell, вказавши в темі листа, номер групи прізвище студента та номер ПР.

В темі листа вказати, номер групи, прізвище студента та номер ПР як "ПР№5".

**Строк відсилки ЛР для МНТ/ЕТ - 41 30.03.2024**

Всі запитання, що виникнуть, надсилайте на електронну адресу викладача, В темі листа вказати, номер групи, прізвище студента та номер ПР як "ПР№7 В темі листа вказати, номер групи, прізвище студента, номер ПР та фразу "Запитання".

**Теоретичні відомості.**

**Шаблони функцій**

У процесі розв’язання багатьох задач необхідно використовувати функції, в яких алгоритм обчислення однаковий, а типи даних відрізняються. Прикладом є задачі пошуку і сортування. Особливістю програмування таких задач мовою С++ є використання шаблонів функцій. Шаблонні функції і шаблони типів є основними елементами *узагальненого програмування* у C++.

*Шаблонні функції* (template functions) призначені для запису узагальнених функцій, що можуть працювати з даними різних типів.

Шаблони функцій — потужний засіб параметризації. За допомогою шаблона функції можна визначити алгоритм, який буде застосовуватися до даних різних типів, а конкретний тип даних передається функції у вигляді параметра на етапі компіляції.

Шаблон функції — це деяка узагальнена функція (родова функція) для сімейства функцій, призначених для розв’язання даної задачі. Визначається така шаблонна функція у заголовному файлі і має такий вигляд:

**template <class Т>**

**type\_func my\_func (type paraml, type param2, …)**

**{**

**// оператори тіла функції**

**}**

Де **template <class T>** — зарезервований вираз (заголовок шаблону), який вказує компілятору оголошений користувачем ідентифікатор типу Т;

**type\_func** — тип шаблонної функції;

**my\_func** — довільний ідентифікатор шаблонної функції;

**type param1, type param2** — формальні параметри, з яких хоча б один повинен мати або наведений у заголовку **(template cclass type>)** тип **Т**, або покажчик**\*param** на змінну типу **Т (Т \*param)**, або посилання **&param** на змінну типу**Т (Т&param)**;

**оператори тіла функції** — схема реальних операторів, що генеруються компілятором у відповідну функцію, враховуючи тип даних, вказаних при виклику.

Список формальних параметрів шаблона не може бути порожнім.

У шаблоні функції може бути оголошено декілька формальних типів даних, а також використано параметри означених раніше типів. Наприклад:

**template <class ТІ, class T2>**

**typefunc my\_func(TІ a,double x,T2 b,int c.char s)**

**{**

**//оператори тіла функції**

**}**

Таким чином, оголошення шаблонів функцій завжди починається з ключового слова **template (шаблон)**, за ним у кутових дужках визначається список формальних типів, перед кожним з яких вказується ключове слово **class** (або **typename**, що більше відповідає сучасному стандарту) за яким йде ідентифікатор. Ім'я формального параметра в списку повинне бути унікальним. Далі йде звичайний опис функції. При цьому формальні типи, представлені у заголовку шаблону, можна використовувати в опису функції для завдання типів аргументів функції, типу значення, що повертається, а також для оголошення змінних усередині тіла функції.

Формальні параметри шаблонів можуть використовуватися для визначення типу результату і формальних параметрів шаблонної функції. У тілі шаблонної функції також можуть використовуватися формальні параметри шаблона.

**Приклад 1.** Написати шаблон функції, що повертає мінімальний елемент масиву, застосувати цю функцію для обробки масивів різних типів.

**/\* Використання шаблону функції для обчислення мінімального елемента масивів різних типів \*/**

**#include <iostream>**

**#include <conio.h> //- шаблон функції**

**#include <Windows.h>**

**using namespace std;**

**template <class T> T minmas(T \*a, int k)**

**{ T min = a[0];**

**for (int i = 1; i < k; i++)**

**if (a[i] < min) min = a[i];**

**return min;**

**}**

**int main() //--- головна функція**

**{system("color F0");**

**int b[ ]={1, 6, 8, 5, 9, -6, 4, -5, 2};//масив цілих чисел**

**//----- виклик функції minmas() та виведення результатів**

**cout <<" min array b[ ]= "<< minmas(b,sizeof(b)/sizeof(int));**

**cout << endl;**

**float c[ ]={-4.5, 6.4, 7.0, -6.3, 2.1};//масив дійсних чисел**

**cout <<" min array c[ ]= "<<minmas(c, sizeof(c)/sizeof(float));**

**getch();**

**return 0;**

**}**

Результат обчислень:

![](data:image/png;base64,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)

У заголовку шаблону цієї функції оголошено єдиний формальний параметр Т як тип даних, що повинні оброблятися функцією minmas(). У заголовку функції параметр Т використовується для завдання типу значення функції, що повертається (Т minmas), та для завдання типу покажчика \*а. Усередині функції параметр **Т** застосовано для визначення типу локальної змінної тіла. Завдяки цьому шаблону у програмі можна обробляти масиви різних типів.

**Опис та використання шаблонних функцій**

Як ще один приклад шаблона приведемо функцію підсумовування елементів масиву довільного типу. Головне, щоб для елементів масиву були визначені операції присвоювання, у тому числі присвоювання константи "нуль", і "+=".

**template** <**class** SomeType>

SomeType sumOfArray(SomeType \*a, **const** **int** size)

{

SomeType sum = 0;

**for** (**int** i = 0; i < size; i++)

{

sum += a[i];

}

**return** sum;

}

Крім того, можна визначити шаблон функції виведення в стандартний потік елементів масиву:

**template** <**class** SomeType>

**void** printArray(SomeType \*a, **const** **int** size)

{

**for** (**int** i = 0; i < size; i++)

{

cout << a[i] << ' ';

}

cout << endl;

}

Конкретні визначення функцій, що відповідають шаблону, компілятор генерує під час виклику шаблонної функції з параметрами конкретного типу. Для описаного вище приклада можна запропонувати таке використання шаблонних функцій:

**int** main()

{

**int** a[] = {1, 2, 3};

printArray(a, 3);

cout << sumOfArray(a, 3) << endl;

**double** b[] = {1.1, 2.2, 3.3, 4.5};

printArray(b, 4);

cout << sumOfArray(b, 4) << endl;

cin.get();

**return** 0;

}

Шаблонна функція може перевантажуватися за умови, що список формальних параметрів кожного варіанта відрізняється від інших або типами параметрів, або їхнім числом.

**Порядок звернення до шаблонних функцій**

Бувають випадки, коли для якихось конкретних типів потрібно дати особливе визначення шаблонної функції. У цьому випадку програміст повинен задати свій спеціальний варіант функції. Наприклад, шаблон функції min() працює для типів, для яких визначена операція "<":

**template** <**class** Type>

Type min(Type a, Type b)

{

**return** a < b ? a : b;

}

Цей шаблон не підходить для варіанта порівняння рядків. Для них визначається спеціальний варіант функції:

**char**\* min(**char**\* s1, **char**\* s2)

{

**return** strcmp(s1, s2) < 0 ? s1 : s2;

}

Порядок виклику функцій буде таким.

1. Досліджуються всі нешаблонні варіанти функції.
2. Досліджуються всі шаблонні варіанти функції.
3. Повторно досліджуються всі нешаблонні варіанти функції, з застосуванням перетворення типів.

Для того, щоб можна було конкретизувати шаблон, компілятор повинен бачити не тільки оголошення, але і визначення функції. Тому визначення шаблонних функцій можна і треба поміщати в заголовні файли.

Під час виклику функції фактичний параметр шаблона можна вказати явно, наприклад:

**int** i = min<**int**>(2, 3);

Із шаблонами зв'язано декілька понять.

***Шаблон функції***, або ***шаблонна функція*** (template function) ще має назву - ***узагальнена функція*** (тобто функція, оголошена за допомогою ключового слова template). Ці терміни є синонімами.

Конкретна версія узагальненої функції, створювана компілятором, називається ***спеціалізацією*** (specialization) чи ***згенерованою фун***к***цією*** (generated function).

Процес генерації конкретної функції називається ***конкретизацією*** (instantiation). Іншими словами, згенерована функція є конкретним екземпляром узагальненої функції.

Тип T, що указується в кутових дужках, називається ***параметром шаблону*** (або шаблонним параметром), а тип, що указується в списку параметрів (наприклад, int) — ***параметром виклику***. При утворенні шаблонної функції компілятор може автоматично генерувати стільки ї різних варіантів, скільки існує способів виклику цієї функції в програмі.

**Виведення аргументів**

Під час виклику функції (наприклад, max) параметри шаблону визначаються аргументами, що передаються в функцію. Якщо в якості параметрів типу T const& передається два значення int, компілятор робить висновок, що замість T слід підставити int. Автоматичне перетворення типів в шаблонних функціях не дозволяється. Відповідність типів параметрів і аргументів повинна бути точною.

**// Приклад вірного і помилкового вживання параметрів**

**template <typename T>**

**void max(T& a, T& b)**

**...**

**max(4,5); // Вірно: T == int для обох аргументів**

**max(4,5.5); // Помилка:перший T==int, другий T==double**

Існує три способи виправлення цієї помилки.

1. Привести обидва аргументи до одного типу: max(static\_cast<double>(4), 5.5);

2. Указати тип T явно max<double>(4, 5.5);

3. Задати різні типи параметрів шаблонів.

**Функція з кількома узагальненими типами**

Використовуючи список, елементи якого розділені комами, можна визначити кілька узагальнених типів даних в операторі template. Наприклад, у наступній програмі створюється шаблонна функція, що має два узагальнених типи.

**template <typename T1, typename T2>**

**inline T1 max (T1 const& a, T2 const& b)**

**{ return a < b? b : a; }**

Кількість параметрів шаблону необмежена, але в шаблонах функцій (на відміну від шаблонів класів) не можна використовувати аргументи шаблону за умовчанням. Можливість задавати декілька параметрів шаблону дозволяє розв’язати проблему виводу аргументів, але породжує нові. Проблема полягає в тому, що ми повинні оголосити тип значення, що повертається. Якщо для цього використати один із двох типів параметрів T1 або T2, аргумент для іншого параметру повинен конвертуватися в цей же тип, незалежно від волі програміста. В С++ немає способу задати правило вибору “найбільш потужного типу”. Отже, залежно від порядку слідування аргументів під час виклику можна отримати як найбільше число серед пари 4 і 5.5 і double, і int (тобто, 5.5 або 5). Крім того, при конвертуванні типу другого параметру в тип значення, що повертається, утворюється новий локальний тимчасовий об’єкт, що унеможливлює повертання результату за посиланням. Отже, в нашому прикладі, типом значення, що повертається, повинен бути T1, а не T1 const&.

Оскільки типи параметрів виклику конструюються із параметрів шаблону, вони зазвичай пов’язані один з одним. Ця концепція називається ***виводом аргументів шаблону функції*** і забезпечує можливість викликати шаблонну функцію так само, як і звичайну. В тих випадках, коли цей зв’язок відсутній, аргумент шаблона під час виклику необхідно задавати явно. Наприклад, можна ввести третій тип параметра шаблона, який задає тип значення, що повертає функція.

**template <typename T1, typename T2, typename RT >**

**inline RT max(T1 const& a, T2 const& b);**

Але механізм виводу аргументів шаблона не розповсюджується на типи значень, що повертаються, а серед типів параметрів виклику функції RT відсутній. Отже, для його визначення необхідно явно задати список аргументів шаблону.

**max<int,double,double>(4,5.5); //Вірно, але занадто обтяжливо**

Слід явно задавати всі типи аргументів, які не можна визначити неявно.

Отже, якщо в нашому прикладі змінити порядок слідування параметрів шаблону, то під час виклику знадобиться указати лише тип значення, що повертається.

**template < typename RT, typename T1, typename T2 >**

**inline RT max(T1 const& a, T2 const& b);**

**...**

**max(4,5.5); // Вірно, повертається double**

В даному випадку RT задається явно, а типи T1 і T2 виводяться із аргументів виклику як int і double.

Жодна з наведених версій не дає суттєвих переваг, отже, краще зупинитися на найпростішому варіанті — версії max() з одним параметром.

**Явна спеціалізація узагальненої функції**

Незважаючи на те що узагальнена функція перевантажує сама себе, її можна перевантажити явно. Цей процес називається ***явною спеціалізацією*** (explicit specialization). Перевантажена функція заміщає (чи “маскує”) узагальнену функцію, зв'язану з даною конкретною версією. Розглянемо модифіковану версію програми, призначеної для перестановки двох змінних.

// Перевантаження шаблонної функції.

**#include <iostream>**

**using namespace std;**

**template <typename T>**

**T max(T &a, T &b) { return a < b ? b : a; }**

**int max(int &a, int &b) { return a < b ? b : a; }**

**int main() {**

**int i=10, j=20;**

**double x=10.5, y=25.5;**

**char a='a', b='z';**

**cout << "i ? j: " << max(i,j) << '\n';**

**cout << "x ? y: " << max(x,y) << '\n';**

**cout << "a ? z: " << max(a,b) << '\n';**

**return 0; }**

Ця програма виводить на екран наступні рядки.

i ? j: 20

x ? y: 25.5

a ? z: z

Існує альтернативна синтаксична конструкція, призначена для позначення явної спеціалізації функції. Цей метод використовує ключове слово template. Наприклад, перевантажену функцію max() з попереднього прикладу можна переписати в такий спосіб.

**#include <iostream>**

**using namespace std;**

**template <typename T>**

**T max(T &a, T &b) { return a < b ? b : a; }**

**template<> int max< int > (int &a, int &b)**

**{ return a < b ? b : a; }**

**…**

Як бачимо, новий спосіб визначення спеціалізації містить конструкцію template<>. Тип даних, для якого призначена спеціалізація, вказується усередині кутових дужок після імені функції. Для спеціалізації будь-якого іншого типу узагальненої функції використовується така ж синтаксична конструкція. В даний час обидва способи визначення спеціалізації еквівалентні.

**Явна конкретизація узагальненої функції**

***Конкретизація шаблонів*** — це процес, під час якого на основі узагальненого визначення шаблонів генеруються типи і функції. ***Спеціалізація*** — це конкретний екземпляр шаблона. Коли компілятор зустрічає використання спеціалізації шаблону, від утворює його, підставляючи замість параметрів шаблону необхідні аргументи. Ці дії виконуються автоматично і не вимагають жодних указівок в коді або визначенні шаблону. Такий процес називають ***неявною***, або ***автоматичною конкретизацією***.

***Точка конкретизації*** утворюється в тому випадку, коли деяка конструкція вихідного коду посилається на спеціалізацію шаблона таким чином, що для цієї спеціалізації потрібно виконати конкретизацію шаблона. Точка конкретизації — це місце коду, в яке можна вставити шаблон с підставленими аргументами.

Існує три способи явної конкретизації.

**#include <iostream>**

**using namespace std;**

**template <typename T>**

**T max(T &a, T &b) { return a < b ? b : a; }**

**// Перший спосіб:**

**template char max(char &a, char &b);**

**// Другий спосіб :**

**template double max<>(double &a, double &b);**

**// Третій спосіб ;**

**template float max < float > (float &a, float &b);**

**int main() {**

**int i=10, j=20;**

**double x=10.5, y=25.5;**

**char a='a', b='z';**

**cout << "i ? j: " << max(i,j) << '\n';**

**cout << "x ? y: " << max(x,y) << '\n';**

**cout << "a ? z: " << max(a,b) << '\n';**

**return 0; }**

В програмі повинно бути не більше однієї явної конкретизації для визначеної спеціалізації шаблону.

Розглянемо ситуацію, в якій реалізується бібліотека. Нехай перша версія шаблону функції виглядає так.

**// Файл max.hpp**

**template <typename T>**

**T max(T const& x, T const& y)**

**{ return a < b ? b : a; }**

Користувач бібліотеки може включити наведений вище заголовний файл і явно конкретизувати шаблон, що в ньому міститься.

**// Код користувача**

**#include "max.hpp"**

**template int max(int, int);**

**Перевантаження шаблонної функції**

Для того щоб перевантажити специфікацію узагальненої функції, достатньо створити ще одну версію шаблона, що відрізняється від інших своїм списком параметрів.

// Перевантаження шаблонної функції.

**#include <iostream>**

**using namespace std;**

**// Перша версія шаблонної функції f().**

**template <typename T>**

**void f(T a) { cout << "Inside f(T a)\n"; }**

**// Друга версія шаблонної функції f().**

**template <typename T, typename Y >**

**void f(T a, Y b) { cout << "Inside f(T a, Y b)\n"; }**

**int main() {**

**f(10); // Виклик функції f(T).**

**f(10, 20); // Виклик функції f(T, Y).**

**return 0; }**

**Використання стандартних параметрів шаблонних функцій**

При визначенні шаблонної функції можна змішувати стандартні й узагальнені параметри. У цьому випадку стандартні параметри нічим не відрізняються від параметрів будь-яких інших функцій. Розглянемо приклад.

**// Застосування стандартних параметрів у шаблонній функції.**

**#include <iostream>**

**using namespace std;**

**const int TABWIDTH = 8; // Виводить на екран дані в позиції tab.**

**template <typename T> void tabOut(T data, int tab)**

**{ for(; tab; tab--)**

**for(int i=0; i< TABWIDTH; і++) cout <<' ';**

**cout << data << "\n"; }**

**int main() {**

**tabOut("Перевірка", 0);**

**tabOut(100, 1);**

**tabOut('T', 2);**

**tabOut(10/3, 3);**

**return 0; }**

Програма виводить на екран наступні повідомлення.

Перевірка

100

T

3

**Обмеження на узагальнені функції**

Узагальнені функції нагадують перевантажені, але на них накладаються ще більш жорсткі обмеження. При перевантаженні усередині тіла кожної функції можна виконувати різні операції. У той же час узагальнена функція повинна виконувати ту саму універсальну операцію для усіх версій, розрізнятися можуть лише типи даних. Розглянемо перевантажену функцію на наступному прикладі. Ці функції не можна заміняти узагальненими, оскільки вони мають різне призначення.

**#include <iostream>**

**#include <cmath>**

**using namespace std;**

**void myfunc(int i)**

**{ cout << "Значення = " << i << "\n"; }**

**void myfunc(double d) {**

**double intpart, fracpart; f**

**racpart = modf(d, &intpart);**

**cout << "Дробова частина = " << fracpart << endl;**

**cout << "Ціла частина = " << intpart; }**

**int main() { myfunc(1); myfunc(12.2); return 0; }**

**Узагальнені класи**

**Приклад використання двох узагальнених типів даних**

Шаблонний клас може мати декілька шаблонних типів. Для цього їх достатньо перелічити в списку шаблонних параметрів в оголошенні template. Наприклад, наступна програма створює клас, що використовує два узагальнених типи.

**/\* Приклад класу, що використовує два узагальнених типи\*/**

**#include <iostream>**

**using namespace std;**

**template < Type1, Type2> class myclass**

**{ Type1 i; Type2 j;**

**public: myclass(Type1 a, Type2 b) { i = a; j = b; }**

**void show() { cout << i << ' ' << j << '\n'; } };**

**int main()**

**{ myclass ob1(10, 0.23);**

**myclass ob2('X', "Шаблони — могутній механізм."); ob1.show(); // Виводимо ціле і дійсне число.**

**ob2.show(); // Виводимо символ і покажчик на символ. return 0; }**

Ця програма виводить наступні результати.

10 0.23

X Шаблони — могутній механізм.

У програмі з'являються об'єкти двох типів. Об'єкт ob1 використовує цілі і дійсні числа. Об'єкт ob2 використовує символ і покажчик на символ. В обох випадках при створенні об'єктів компілятор автоматично генерує відповідні дані й функції.

**Виклик функції з використанням параметра-посилання** здійснює передачу до функції не самої змінної, а тільки посилання на неї. У цьому випадку забезпечується доступ до переданого параметра за допомогою визначення його альтернативного імені, бо посилання є синонімом імені параметра. Тоді всі дії, що відбуваються над посиланням, є діями над самою змінною. Такий спосіб передачі параметрів і повернення результату передбачає запис у списку фактичних параметрів імені змінної, а у списку формальних — параметрів-посилань. Наприклад:

//-------------- **використання параметра-посилання**

**void fun (int &p)** //---------- функция fun()

**{ ++p;**

**cout <<** **"p = " << p << endl;** **}**

**void main** **( )**

**{ int x** **= 10;**

**fun (x);** //---------- вызов функции fun()

**cout <<** **"x="** **<<** **x << endl; }**

Одержимо результат попереднього фрагмента, тобто **р = 11 і х=11.**

При застосуванні вказаних вище параметрів у функцію передаються не значення змінних, а їхні адреси, тому можливо міняти значення цих змінних усередині функції і передавати за її межі (в інші функції). Коли необхідно, щоб деякі параметри не змінювали свої значення всередині функції, їх слід оголосити як параметри-константи, використовуючи модифікатор **const**.

**Покажчики** — це змінні, котрі містять адресу пам’яті, розподіленої для об’єкта відповідного типу. При оголошенні змінної-покажчика слід вказати тип даних, адресу яких буде містити змінна, та ім’я покажчика з символом «\*».

Загальний формат опису покажчика має вигляд:

**тип \*ім’я;**

де **тип** — тип значень, на який вказує покажчик;  
**ім’я** — ім’я змінної-покажчика;  
«\*» — операція над типом, що читається «покажчик на тип».

Наприклад:

**int \*рn** – покажчик на ціле значення;  
**float \*pf1, \*pf2;** — два покажчики на дійсні значення.

Покажчики не прив’язують дані до якого-небудь визначеного імені змінної і можуть містити адреси будь-якого неіменованого значення. Існує адресна константа **NULL**, що означає порожню адресу.

Мова C++ налічує лише дві операції, які стосуються адрес змінних, а саме:

**«&»** — **операція взяття адреси** («адреса значення»);

**«\*»** — **операція розіменування** («значення за адресою»).

Операція взяття адреси **«&»** застосовується разом зі змінною і повертає адресу цієї змінної. Операція розіменування «\*» використовується разом з покажчиками і бере значення, на яке вказує змінна-покажчик, розташована безпосередньо після символу «\*».

Оголошення покажчиків можна здійснити одним з таких способів:

**<тип> \*ptr;**  
**<тип> \*ptr = <змінна-покажчик>;**  
**<тип> \*ptr = &<ім’я змінної>;.**

Наприклад:  
**int \*ptx, b; float у;** — оголошені змінна-покажчик **ptx** та змінні **b і у**;

**float \*sp = &у;** — покажчику **sp** присвоюється адреса змінної **у**;

**float \*р = sp;** — покажчику **р** присвоюється значення (адреса значення), яке міститься в змінній **sp**, тобто адреса змінної **у**.

При оголошенні покажчиків символ «\*» може знаходитися перед ім’ям покажчика або відразу після оголошення типу покажчика і поширювати свою дію тільки на одну змінну-покажчик, перед якою він записаний:

**long \*pt;   long\*Uk;   int \*ki, x, h;** — оголошення описів.

**Виклик функції з використанням параметра-посилання** здійснює передачу до функції не самої змінної, а тільки посилання на неї. У цьому випадку забезпечується доступ до переданого параметра за допомогою визначення його альтернативного імені, бо посилання є синонімом імені параметра. Тоді всі дії, що відбуваються над посиланням, є діями над самою змінною. Такий спосіб передачі параметрів і повернення результату передбачає запис у списку фактичних параметрів імені змінної, а у списку формальних — параметрів-посилань. Наприклад:

//-------------- **використання параметра-посилання**

**void fun (int &p)** //---------- функция fun()

**{ ++p;**

**cout <<** **"p = " << p << endl;** **}**

**void main** **( )**

**{ int x** **= 10;**

**fun (x);** //---------- вызов функции fun()

**cout <<** **"x="** **<<** **x << endl; }**

Одержимо результат попереднього фрагмента, тобто **р = 11 і х=11.**

При застосуванні вказаних вище параметрів у функцію передаються не значення змінних, а їхні адреси, тому можливо міняти значення цих змінних усередині функції і передавати за її межі (в інші функції). Коли необхідно, щоб деякі параметри не змінювали свої значення всередині функції, їх слід оголосити як параметри-константи, використовуючи модифікатор **const**.

В C++ передача за посиланням може здійснюватися двома способами:

* використовуючи безпосередньо посилання;
* за допомогою вказівників.

Синтаксис передачі з використанням посилань має на увазі застосування як аргумент посилання на тип об'єкта. Наприклад, функція

**double** Glue ( **long**& x, **int**& y ) ;

одержує два посилання на змінні типу **long** і **int**. При передачі у функцію параметра за посиланням компілятор автоматично передає у функцію адресу змінної, зазначеної в якості аргументу. Ставити знак амперсанта перед аргументом у виклику функції не потрібно. Наприклад, для попередньої функції виклик з передачею параметрів за посиланням виглядає в такий спосіб:

c = Glue (a, b) ;

Приклад прототипу функції при передачі параметрів через вказівник:

**void** Setnumber ( **int**\*, **long**\* ) ;

Тоді виклик функції має наступний вигляд:

Setnumber (&n,&a ) ;

Приклад функції, яка приймає в якості параметра дві змінні, та міняє їх місцями(параметри передаються з використанням посилань):

void swap(int &x, int &y)

{

int temp=x;

x=y;

y=temp;

}

int \_tmain()

{

int a=3,b=4;

swap(a,b);

cout<<"a="<<a<<"b="<<b<<'\n';

system("pause");

return 0;

}

Приклад функції, яка приймає в якості параметра дві змінні, та міняє їх місцями(параметри передаються з використанням вказівників):

void swap (int \*x, int \*y)

{

int temp=\*x;

\*x=\*y;

\*y=temp;

}

int \_tmain()

{

int a=3,b=4;

swap (&a,&b);

cout<<"a="<<a<<"b="<<b<<'\n';

system("pause");

return 0;

}

Якщо передати параметри за значенням, зміни не будуть збережені, бо в функцію буде передано копії змінних, а не їх адреси.